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**Exercise 1. Decoder**

In this exercise, you will design a Decoder module and implement it using built-in logic gates (e.g., AND, OR, NOT, ...) in Verilog. Here is the description of a 2-input Decoder:

* The 2-input decoder has 2 inputs and 4 outputs.
* For any given input, exactly one of the decoder’s outputs is 1; all other outputs are 0.
* The single output that is logically 1 is the output that corresponds to the input pattern applied to the circuit. For example, the first output of the decoder will be 1 when the input is ‘00’.

Map the inputs to two switches on the board, and map outputs to 4 LEDs on the board. Map your design to the FPGA and check the correctness of your design. Include your Verilog codes files and the constraint file in your report submission.

**To receive full points, be sure to instantiate logic gates as described in slides 23 to 29 of the supplemental PDF for Lab 2. You will *not* receive full points if you implement this exercise using Verilog’s bitwise operators.**

**Exercise 2. Multiplexer**

1. Design a multiplexer with these features:

* The multiplexer should select one of *2* inputs and connect it to its output.
* The selection of which input is routed to the output is controlled by a 1-bit control input.

We call this multiplexer a 2:1 MUX.

1. Use several instances of your 2:1 MUX to design a 4:1 MUX. Map your design to your FPGA board, with input and output ports of your choice, and check the functionality of your circuit.

Include your Verilog files and constraint file in your submission.

**Feedback**

If you have any comments about the exercises (e.g., related to mistakes in the text, the difficulty level, or anything else that will help us improve them), please submit them through Moodle, using the corresponding “Lab 2: Feedback” form:

[https://moodle-app2.let.ethz.ch/course/view.php?id=16852#section-2](https://moodle-app2.let.ethz.ch/course/view.php?id=16852%23section-2)